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Task 1 (Labeled Transition Systems) (20+5+3 Points)

(a) Consider the following CCS process definition:

A =
(
B + (D ‖ E)

)
\ {sync}

B = (a.D ‖ a.E) + b.nil

D = sync.D

E = sync.E

Derive all legal outgoing transitions A
α−→ A′ (for some A′ ∈ Prc) by giving a

corresponding derivation tree.

2



Matriculation Number:

3



Matriculation Number:

(b) Reconsider the CCS process definition from Task 2 (a):

A =
(
B + (D ‖ E)

)
\ {sync}

B = (a.D ‖ a.E) + b.nil

D = sync.D

E = sync.E

Draw LTS(A) and label the nodes with the corresponding CCS processes.
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(c) Give the trace language Tr(A) of A.
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Task 2 (HML and Bisimulation) (18+8+2 Points)

Consider the following CCS processes:

A = a.B + a.C B = b.A+ a.C + b.D C = b.A+ a.B + b.E

D = c.E + b.C E = b.B + c.D F = c.F + b.G

G = b.F + a.G+ b.H H = a.G I = a.b.H + a.G

(a) Draw LTS(A), LTS(H) and LTS(I), respectively. Prove or disprove: A ∼ H,
A ∼ I and H ∼ I, where ∼ denotes strong bisimilarity.

For proving or disproving that two processes are strongly bisimilar, you may use the
game characterization of bisimilarity. For disproving you may alternatively provide
an HML formula which is satisfied by only one of two processes.
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(b) Provide a (possibly recursive) HML specification expressing that pattern aba is
enabled in each state until action c is enabled (although c might never be enabled
at all).

(c) Check whether H satisfies your HML specification provided in (b).
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Task 3 (Modeling with CCS) (4+1+6+4 Points)

Let A = {a, b, c, d}. For a word w ∈ A∗ and x ∈ A, we write #x(w) to denote the number
of occurrences of symbol x in w. Moreover, pref (L) denotes the prefix-closure of L ⊆ Act∗.

(a) Provide a CCS process P whose trace language is Tr(P ) = pref (L1), where

L1 = {w ∈ A∗ | #a(w) > #b(w)}.

(b) Prove or disprove: There exists a CCS process P with Tr(P ) = pref (L1) such that
LTS(P ) is finite.

(c) Provide a CCS process Q whose trace language is

Tr(Q) = L2 = {w ∈ (τ ∗aτ ∗)m(τ ∗bτ ∗)n | m ≥ n ≥ 0}.

(d) Prove or disprove: There exists a CCS process Q with Tr(Q) = L2 such that
LTS(Q) is finite.
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Task 4 (Preservation of Bisimilarity) (14 Points)

For β ∈ Act, let � β be a unary CCS operator with the following semantics:

(suff1)
P

α−−→ P ′

P � β α−−→ P ′ � β

(suff2)
P 6−→

P � β β−−→ nil

Prove or disprove: � β preserves strong bisimilarity, i.e. for any processes S and T with
S ∼ T it holds that S � β ∼ T � β.
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Task 5 (True Concurrency Semantics) (14+10 Points)

Consider the following elementary net N :

p1

p2

p3

p4

p5

p6

p7

p8

t1

t2 t3

t4

t5

t6 t7

t8

(a) Give the marking graph of N .
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(b) Provide three non-isomorphic branching processes B1, B2, B3 of N such that B1 v
B2 and B2 6v B3 6v B1.
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Task 6 (Petri–Net–Acceptable Languages) (3+8 Points)

Recall the following definition of Petri–net–acceptable languages: Let N = (P, T, F, M0)
be an elementary net and let Lab : T → Σ, where Σ is a finite alphabet, be a labelling of
the transitions. The language of N is defined as

L(N, Lab) = {w ∈ Σ∗ | w = Lab(t1) · · · Lab(tk), σ = t1 · · · tk, M0
σ−→M}

A language L is called Petri–net–acceptable iff there exist an elementary net N with
labelling Lab such that L = L(N, Lab). Prove or disprove:

a) If L is context–free, then L is Petri–net–acceptable.

b) If L is Petri–net–acceptable, then L is context–free.

Hint: The prefix–closure of the language {anbcmbdk | n ≥ m ≥ k ∈ N} ⊆ {a, b, c, d}∗ is
not context–free.
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